# ASP.NET Core Web API with Code-First Approach (E-commerce App)

This document provides a step-by-step guide to implementing an ASP.NET Core Web API using the Code-First approach with multiple models for an E-commerce application. It covers CRUD operations, model validation, repository pattern, logging, exception handling, and service registration.
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## 1. Project Setup

Open a terminal and create a new ASP.NET Core Web API project:

dotnet new webapi -n EcommerceAPI  
cd EcommerceAPI

Create new WebAPi Project🡺 EF\_CF\_MultiTables\_Demo

![](data:image/png;base64,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)

## 

## 

## 2. Installing Dependencies

Run the following commands to install required NuGet packages:

Microsoft.EntityFrameworkCore

Microsoft.EntityFrameworkCore.SqlServer

Microsoft.EntityFrameworkCore.Tools

dotnet add package Microsoft.EntityFrameworkCore.SqlServer  
dotnet add package Microsoft.EntityFrameworkCore.Design  
dotnet add package Microsoft.Extensions.Logging.Console  
dotnet add package Swashbuckle.AspNetCore

## 3. Folder Structure

The following folder structure is recommended for better organization:

EcommerceAPI/  
│-- Controllers/  
│ │-- ProductsController.cs  
│ │-- OrdersController.cs  
│-- Data/  
│ │-- ApplicationDbContext.cs  
│-- Models/  
│ │-- Product.cs  
│ │-- Category.cs  
│ │-- Order.cs  
│-- Repositories/  
│ │-- IGenericRepository.cs  
│ │-- GenericRepository.cs  
│ │-- IProductRepository.cs  
│ │-- ProductRepository.cs  
│-- Services/  
│ │-- IProductService.cs  
│ │-- ProductService.cs  
│-- Middleware/  
│ │-- ExceptionHandlingMiddleware.cs  
│-- Program.cs  
│-- appsettings.json

## 4. Model Definitions

Right click on Project🡺 Add New Folder🡺Models

Right click on Models Folder 🡺Add New Class (product.cs,Order.cs,Category.cs)

**4. Model Definitions**

**Product Model**

public class Product

{

[Key]

public int Id { get; set; }

[Required]

[StringLength(100)]

public string Name { get; set; }

[Required]

[Range(0.01, 10000)]

public decimal Price { get; set; }

[Required]

public int CategoryId { get; set; }

[ForeignKey("CategoryId")]

public Category? Category { get; set; }

}

}

**Category Model**

public class Category

{

[Key]

public int Id { get; set; }

[Required]

[StringLength(50)]

public string Name { get; set; }

public ICollection<Product> Products { get; set; }

}**Order Model**

public class Order

{

[Key]

public int Id { get; set; }

[Required]

public int ProductId { get; set; }

[ForeignKey("ProductId")]

public Product Product { get; set; }

[Required]

public int Quantity { get; set; }

[Required]

public decimal TotalPrice { get; set; }

[Required]

public DateTime OrderDate { get; set; }

}

**5. DbContext Configuration**

public class MyContext:DbContext

{

public MyContext(DbContextOptions<MyContext> options):base(options)

{

}

public DbSet<Category> Categories { get; set; }

public DbSet<Product> Products { get; set; }

public DbSet<Order> Orders { get; set; }

}

Appsettings.json

{

"Logging": {

"LogLevel": {

"Default": "Information",

"Microsoft.AspNetCore": "Warning"

}

},

"AllowedHosts": "\*",

"ConnectionStrings": {

"myconnection": "Data Source=(localdb)\\MSSQLLocalDB;Initial Catalog=cmrdb;Trusted\_connection=True;TrustServerCertificate=true;"

}

}

Program.cs

builder.Services.AddDbContext<MyContext>(options => options.UseSqlServer(

(builder.Configuration.GetConnectionString("myconnection"))));

Open Nuget package Manager console

Add-migration “initial table creation”

Update-database

**6. Repository Pattern**

**Add New Folder🡺Repositories🡺Add new interfaces**

**IGenericRepository Interface**

public interface IGenericRepository<T> where T : class

{

Task<IEnumerable<T>> GetAll();

Task<T> GetById(int id);

Task<T> Add(T entity);

Task<T> Update(T entity);

Task<string> Delete(int id);

}

**IProductRepository Interface**

public interface IProductRepository:IGenericRepository<Product>

{

Task<IEnumerable<Product>> SearchProducts(string keyword);

}

**ProductRepository Implementation**

using EF\_CF\_MultiTables\_Demo.Data;

using EF\_CF\_MultiTables\_Demo.Models;

using Microsoft.EntityFrameworkCore;

namespace EF\_CF\_MultiTables\_Demo.Repositories

{

public class ProductRepository:IProductRepository

{

private readonly MyContext \_context;

public ProductRepository(MyContext context)

{

\_context = context;

}

public async Task<Product> Add(Product product)

{

\_context.Products.Add(product);

await \_context.SaveChangesAsync();

return product;

}

public async Task<string> Delete(int id)

{

var product = \_context.Products.Find(id);

if(product != null)

{

\_context.Products.Remove(product);

\_context.SaveChanges();

return "Product Removed";

}

else

return "Product not available";

}

public async Task<IEnumerable<Product>> GetAll()

{

return await \_context.Products.ToListAsync();

}

public async Task<Product> GetById(int id)

{

return await \_context.Products.FindAsync(id);

}

public async Task<IEnumerable<Product>> SearchProducts(string keyword)

{

return await \_context.Products

.Where(p => p.Name.Contains(keyword))

.ToListAsync();

}

public async Task<Product> Update(Product product)

{

var updateProduct = await \_context.Products.FindAsync(product.Id);

if (updateProduct == null)

{

return null; // Return null if product not found

}

updateProduct.Name = product.Name;

updateProduct.Price = product.Price;

await \_context.SaveChangesAsync();

return updateProduct; // Return updated product

}

}

}

**7. Service Implementation**

**Add new Folder🡺 Services🡺add interface**

**IProductService Interface**

public interface IProductService

{

Task<IEnumerable<Product>> GetAllProducts();

Task<Product> GetProductById(int id);

Task AddProduct(Product product);

Task UpdateProduct(Product product);

Task DeleteProduct(int id);

Task<IEnumerable<Product>> SearchProducts(string keyword);

}

**ProductService Implementation**

using EF\_CF\_MultiTables\_Demo.Models;

using EF\_CF\_MultiTables\_Demo.Repositories;

namespace EF\_CF\_MultiTables\_Demo.Services

{

public class ProductService:IProductService

{

private readonly IProductRepository \_productRepository;

public ProductService(IProductRepository productRepository)

{

\_productRepository = productRepository;

}

public async Task<IEnumerable<Product>> GetAllProducts()

{

return await \_productRepository.GetAll();

}

public async Task<Product> GetProductById(int id)

{

var product = await \_productRepository.GetById(id);

if (product == null)

{

throw new Exception("Product not found.");

}

return product;

}

public async Task AddProduct(Product product)

{

if (string.IsNullOrEmpty(product.Name) || product.Price <= 0)

{

throw new Exception("Invalid product details.");

}

await \_productRepository.Add(product);

}

public async Task UpdateProduct(Product product)

{

var existingProduct = await \_productRepository.GetById(product.Id);

if (existingProduct == null)

{

throw new Exception("Product not found.");

}

existingProduct.Name = product.Name;

existingProduct.Price = product.Price;

existingProduct.CategoryId = product.CategoryId;

await \_productRepository.Update(existingProduct);

}

public async Task DeleteProduct(int id)

{

var product = await \_productRepository.GetById(id);

if (product == null)

{

throw new Exception("Product not found.");

}

await \_productRepository.Delete(id);

}

public async Task<IEnumerable<Product>> SearchProducts(string keyword)

{

return await \_productRepository.SearchProducts(keyword);

}

}

}

Program.cs

builder.Services.AddDbContext<MyContext>(options => options.UseSqlServer(

(builder.Configuration.GetConnectionString("myconnection"))));

builder.Services.AddScoped<IProductRepository, ProductRepository>();

builder.Services.AddScoped<IProductService,ProductService>();

ProductsController:

using EF\_CF\_MultiTables\_Demo.Models;

using EF\_CF\_MultiTables\_Demo.Services;

using Microsoft.AspNetCore.Mvc;

// For more information on enabling Web API for empty projects, visit https://go.microsoft.com/fwlink/?LinkID=397860

namespace EF\_CF\_MultiTables\_Demo.Controllers

{

[Route("api/[controller]")]

[ApiController]

public class ProductsController : ControllerBase

{

private readonly IProductService \_productService;

public ProductsController(IProductService productService)

{

\_productService = productService;

}

[HttpGet]

public async Task<IActionResult> GetAll()

{

var products = await \_productService.GetAllProducts();

return Ok(products);

}

[HttpGet("{id}")]

public async Task<IActionResult> GetById(int id)

{

var product = await \_productService.GetProductById(id);

if (product == null)

return NotFound();

return Ok(product);

}

[HttpPost]

public async Task<IActionResult> Add(Product product)

{

await \_productService.AddProduct(product);

return CreatedAtAction(nameof(GetById), new { id = product.Id }, product);

}

[HttpPut("{id}")]

public async Task<IActionResult> Update(int id, Product product)

{

if (id != product.Id)

return BadRequest();

await \_productService.UpdateProduct(product);

return NoContent();

}

[HttpDelete("{id}")]

public async Task<IActionResult> Delete(int id)

{

await \_productService.DeleteProduct(id);

return NoContent();

}

[HttpGet("search/{keyword}")]

public async Task<IActionResult> Search(string keyword)

{

var products = await \_productService.SearchProducts(keyword);

return Ok(products);

}

}

}

**IOrderRepository Interface**

public interface IOrderRepository : IGenericRepository<Order>

{

Task<IEnumerable<Order>> SearchByOrderId(int orderId);

}

**OrderRepository Implementation**

public class OrderRepository : GenericRepository<Order>, IOrderRepository

{

private readonly ApplicationDbContext \_context;

public OrderRepository(ApplicationDbContext context) : base(context)

{

\_context = context;

}

public async Task<IEnumerable<Order>> SearchByOrderId(int orderId)

{

return await \_context.Orders.Where(o => o.Id == orderId).ToListAsync();

}

}

**IOrderService Interface**

public interface IOrderService

{

Task<IEnumerable<Order>> GetAllOrders();

Task<Order> GetOrderById(int id);

Task AddOrder(Order order);

Task UpdateOrder(Order order);

Task DeleteOrder(int id);

Task<IEnumerable<Order>> SearchByOrderId(int orderId);

}

**OrderService Implementation**

public class OrderService : IOrderService

{

private readonly IOrderRepository \_orderRepository;

public OrderService(IOrderRepository orderRepository)

{

\_orderRepository = orderRepository;

}

public async Task<IEnumerable<Order>> GetAllOrders() => await \_orderRepository.GetAll();

public async Task<Order> GetOrderById(int id) => await \_orderRepository.GetById(id);

public async Task AddOrder(Order order) => await \_orderRepository.Add(order);

public async Task UpdateOrder(Order order) => await \_orderRepository.Update(order);

public async Task DeleteOrder(int id) => await \_orderRepository.Delete(id);

public async Task<IEnumerable<Order>> SearchByOrderId(int orderId) => await \_orderRepository.SearchByOrderId(orderId);

}

**8. Service Registration**

var builder = WebApplication.CreateBuilder(args);

builder.Services.AddDbContext<ApplicationDbContext>(options =>

options.UseSqlServer(builder.Configuration.GetConnectionString("DefaultConnection")));

builder.Services.AddScoped<IProductRepository, ProductRepository>();

builder.Services.AddScoped<IProductService, ProductService>();

builder.Services.AddScoped<IOrderRepository, OrderRepository>();

builder.Services.AddScoped<IOrderService, OrderService>();

builder.Services.AddControllers();

builder.Services.AddEndpointsApiExplorer();

builder.Services.AddSwaggerGen();

var app = builder.Build();

app.UseSwagger();

app.UseSwaggerUI();

app.UseAuthorization();

app.MapControllers();

app.Run();

**Controller Implementation**

**ProductsController**

[ApiController]

[Route("api/[controller]")]

public class ProductsController : ControllerBase

{

private readonly IProductService \_productService;

public ProductsController(IProductService productService)

{

\_productService = productService;

}

[HttpGet]

public async Task<IActionResult> GetAll()

{

var products = await \_productService.GetAllProducts();

return Ok(products);

}

[HttpGet("{id}")]

public async Task<IActionResult> GetById(int id)

{

var product = await \_productService.GetProductById(id);

if (product == null)

return NotFound();

return Ok(product);

}

[HttpPost]

public async Task<IActionResult> Add(Product product)

{

await \_productService.AddProduct(product);

return CreatedAtAction(nameof(GetById), new { id = product.Id }, product);

}

[HttpPut("{id}")]

public async Task<IActionResult> Update(int id, Product product)

{

if (id != product.Id)

return BadRequest();

await \_productService.UpdateProduct(product);

return NoContent();

}

[HttpDelete("{id}")]

public async Task<IActionResult> Delete(int id)

{

await \_productService.DeleteProduct(id);

return NoContent();

}

[HttpGet("search/{keyword}")]

public async Task<IActionResult> Search(string keyword)

{

var products = await \_productService.SearchProducts(keyword);

return Ok(products);

}

}

**OrdersController**

[ApiController]

[Route("api/[controller]")]

public class OrdersController : ControllerBase

{

private readonly IOrderService \_orderService;

public OrdersController(IOrderService orderService)

{

\_orderService = orderService;

}

[HttpGet]

public async Task<IActionResult> GetAll() => Ok(await \_orderService.GetAllOrders());

[HttpGet("{id}")]

public async Task<IActionResult> GetById(int id) => Ok(await \_orderService.GetOrderById(id));

[HttpPost]

public async Task<IActionResult> Add(Order order)

{

await \_orderService.AddOrder(order);

return CreatedAtAction(nameof(GetById), new { id = order.Id }, order);

}

[HttpPut("{id}")]

public async Task<IActionResult> Update(int id, Order order)

{

if (id != order.Id)

return BadRequest();

await \_orderService.UpdateOrder(order);

return NoContent();

}

[HttpDelete("{id}")]

public async Task<IActionResult> Delete(int id)

{

await \_orderService.DeleteOrder(id);

return NoContent();

}

[HttpGet("search/order/{orderId}")]

public async Task<IActionResult> SearchByOrderId(int orderId) => Ok(await \_orderService.SearchByOrderId(orderId));

}